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Abstract. We describe a system to execute U.S. federal bills into law, as part of
a working application for the United States House. This system is based on a for-
mal grammar we developed, which achieves greater than 94% accuracy in parsing
amendatory phrases in bills; it is in production at the United States House of Rep-
resentatives and is used to produce official ‘Comparative Print’ reports showing
how a bill would amend current law. The grammar consists of two components:
CItation Modeling and Processing Language (CIMPL), which captures citations
to current law as they are found in bill amendments, and AMendment Processing
Language (AMPL), which includes directive language to amend the text referred
to by the CIMPL phrase. Here, we describe the analysis that led to development of
the grammar, and provide an overview of how the grammar is applied to execute
proposed amendments in the Comparative Print Suite of the U.S. House of Repre-
sentatives. This application is available to all Members and staff at the internal site,
compare.house.gov. Both the executable grammar and the full, point-in-time U.S.
law dataset upon which they act, are publicly described here in technical detail for
the first time.
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1. Introduction

The “Ramseyer Rule”, dating to January 28, 1929, requires committees of the U.S. House
of Representatives to prepare a report for any bill that passes out of committee, showing
how that bill would affect the current law [1]. The report, called a “Ramseyer Report”,
has traditionally been produced in a labor-intensive process, involving a great deal of leg-
islative research and manual execution of amendments. In the case of large bills, commit-
tee experts spend weeks applying thousands of amendments to hundreds of statutes. The
process was partially automated more than a decade ago, using a pattern-matching tool
based on regular expressions. While it was a great improvement over manual amendment
execution, the pattern matching approach has several limitations: it does not model the
semantics of the amendatory instruction; it may fail on simple variations of the amenda-
tory grammar; and it requires the addition of new patterns when new amendatory phrases
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are encountered. Starting in the 115th Congress, the House Clerk’s Office embarked on
a project to build a software tool for producing reports showing how a bill would change
current law.

The formal grammar we developed for this project shows significant improvement
over the previous pattern-matching system. It has been successfully implemented in a
software tool called the “Comparative Prints Suite” that was released to staff and Mem-
bers of the U.S. House of Representatives beginning in October 2022 [2]. The tool is
used to produce official reports showing how a bill would amend current law. This is a
valuable asset to analysts and Members of Congress, because bills are written in a way
that often lacks context of the law to be amended.

We started this work by analyzing amendatory phrases in U.S. Congressional bills
over a 13-year period to develop a Categorial Grammar lexicon that could express the
semantics of amendments in two inter-related executable languages, CItation Modeling
and Processing Language (CIMPL) and AMendment Processing Language (AMPL). We
also developed an amendment processing engine (runAMPL) to execute these languages,
using a new point-in-time XML database (XCiteDB) to retrieve and store the target text.
This paper focuses on the analysis of amendatory phrases and the structure of CIMPL
and AMPL. The runAMPL processing engine and database design may be described in
future publications.

2. Related work

2.1. Natural Language Processing of Amendments

NLP (Natural Language Processing) has been effectively applied to extract references
[3] and to parse the hierarchical structure of legislative texts [4]. However, there has
been relatively little practical work to process amendments. One early work describes
APS [5], which uses ATN (Augmented Transition Network) to parse amendments in
natural language and execute them. The result is relatively limited in its expressive power
and types of amendments supported due to the limitations of the encoding. In OPAL [6]
and Menslegis [7], amendments are extracted (and in case of OPAL, parsed), but not
executed.

There are also two older systems, mostly undocumented, that were used by the
U.S. Congress to parse and execute amendments: the mini-Ramseyer tool, and the AIP
(Amendment Impact Program) tool. These tools have not been formally described, but
based on our knowledge of them, both use pattern-matching based on regular expressions
to parse amendments. Their accuracy has been highly limited, leading the U.S. House to
seek improved methods [8].

2.2. Amendment Processing Languages

To our knowledge, no formal languages exist for processing legislative amendments.
However, some languages describe document changes in other domains. For instance,
Google’s diff-match-patch [9] uses offsets and strings to describe changes, but it lacks
features like tree structure handling, requires the original text for offsets, and breaks if
text offsets are changed. Conversely, stylesheet or query languages such as XSLT [10]
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and XQuery [11] can describe any transformation, but are harder to generate and read.
Tools that compare structured-text documents [12,13,14] use Edit Scripts to capture
changes between two documents. These scripts emphasize document structure with lim-
ited support for text changes within nodes.

3. Analysis

Our analysis covered amendatory language from U.S. federal bills between 2005 to 2018,
excluding bills only at the “introduced” stage. We focused on later-stage bills due to their
standardized drafting. Of the 28,014 bills analyzed, we identified amendatory phrases
using keywords like “is amended.” This resulted in 284,094 amendatory phrases. After
normalizing each phrase by removing specifics like quoted text and numbers, we found
606 keywords with 10 or more occurrences. A subset of 130 words covered 97.3% of all
phrases. We then categorized these keywords based on their role in amendments. The list
below provides some categories:

Action verbs inserting, striking, adding, redesignating, deleting, transferring
Other verbs appears, relating, amending
Character period, semicolon, comma, colon, dash
Location paragraph, section, subsection, heading, item, sentence
Other nouns place, sequence, term, matter, order, time, word
Pronouns it, this, those, either, their
Prepositions before, after, through, in, except, up
Adjectives following, new, all, such, first
Adverbs respectively, further, accordingly, appropriately
Function words by, and, the, at, as, of, to, for

We examined the context of each word in the amendment phrase, by collecting 3-
grams (three word phrases). We defined a lexicon based on this analysis that would cap-
ture nearly all of the desired variation in amendatory phrases. Below we describe the
lexicon and elements of the grammar; the full grammar files are available upon request.

4. CIMPL and AMPL

Our approach is to translate each English-language amendment into an executable
machine-readable language. Since no existing formalized language fit our needs, we de-
signed two formal languages with similar syntax and semantics: AMendment Processing
Language (AMPL) for text and document transformations, and CItation Modeling and
Processing Language (CIMPL) for specifying the citation, or the part of the law that is
amended. Every CIMPL expression is also an AMPL expression, making CIMPL a subset
of AMPL. We separate the two grammars, in order to allow independent pre-processing
and retrieval of citations as needed. As an example, consider the amendment:

Section 983(f)(8) of title 18, United States Code, is amended— by striking “or” at
the end of subparagraph (C);
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Title

title designation title description Table of contents Part I Part II

item1 item2 item3 Chapter 1 Chapter 2 Chapter 3

Section 1 Section 2 Section 3 Section 10

Section heading Subsection a Subsection b Subsection c Subsection a Subsection b Subsection c

Clause i Clause ii Clause iii

Figure 1. Structure tree of a legal document

The first part, before “is amended”, specifies what is amended, and it is translated
to the CIMPL expression: select law("united states code"): title("18"):

section("983(f)(8)"); The second part, following “by”, states how the text is
amended, and it is translated to the following AMPL expression:

strike is_end_of([subparagraph( "(C)")] ,search("or"));

As seen above, a CIMPL expression is usually straightforward. It starts with a
select, followed by a location expression starting with law() function, specifying the
amended law. Then it goes down the hierarchical structure using a colon operator. The
AMPL code consists of one or more statements. In this example, the statement is strike,
with the parameter is_end_of([subparagraph( "(C)")] specifying the text ‘‘or’’
at the end of subparagraph (C).

A challenge in defining amendments is handling the law’s hierarchical structure. The
United States Code, for example, is typically organized into some combination of: Title,
Subtitle, Division, Chapter, Subchapter, Part, Subpart, Section, Subsection, Paragraph,
Subparagraph, Clause, Subclause, Item, Subitem. As shown in the diagram in Fig. 1, the
document’s structure is represented as a tree, where the subdivisions are the nodes, and
each node can have multiple children ordered by label. Some special leaf nodes describe
elements such as table of contents and headings that do not represent subdivisions. For
example, in Fig. 1, the title designation and description are leaf nodes under Title, as well
as the Title’s table of contents (with table items as children).

Amendments work in both structured text mode and flat text mode. Structured text
amendments work on the tree structure, deleting and inserting nodes, or replacing node’s
content. Flat text amendments view the document (or part of it) as a sequence of charac-
ters, ignoring structure, and select, strike and insert text using this flat-text view.

4.1. Context Selection and CIMPL

To model an amendment, we specify the document, and which part of the document is
being amended. This is typically provided by the citation, translated into CIMPL. As
stated earlier, CIMPL is a subset of AMPL, or more precisely, a CIMPL expression is a
sequence of select statements in AMPL. For example, consider the amendment:

Section 321 of the Energy Policy and Conservation Act (42 U.S.C. 6291) is
amended— in paragraph (4), by striking “, determined in accordance with test pro-
cedures under section 323”;
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The text ‘‘Section 321 of the Energy Policy and Conservation Act’’

is the citation, translated into the CIMPL expression: select (law(”Energy Policy and
Conservation Act”):section(”321”));. The language ‘‘in paragraph (4)’’ appears
after the is amended phrase. This additional phrase is generally not considered as part
of the citation, but further refines the scope of the amendment. We translate this phrase
into an additional select statement:

select paragraph "(4)";|

Which is equivalent to adding the paragraph to the CIMPL expression, as in:

select (law("Energy Policy and Conservation Act"):section("321")):

paragraph "(4)";

4.2. Text Strike Statements

In flat text mode, there are two types of basic actions: strike and insert. In AMPL, a
strike is expressed with a strike statement consists of the keyword strike followed by an
expression that specifies which text should be removed. For example, the amendment:

by striking “test procedures under section 323”;

would be translated into the AMPL statement:

strike search("test procedures under section 323");

In this example, we search for a string in the text, and strike it. However, a string
may occur more than once in the text. For example, in strike search("President"),
if the word “President” appears multiple times, striking all occurrences may not reflect
drafter’s intent. Generally, when the drafter expects to strike multiple occurrences of the
same text, they use language such as by striking the word “President” each place it ap-
pears. Without the phrase each place it appears, the word “President” should appear only
once. We capture this distinction by using the directive #all. Semantically, the state-
ments strike search("President"); and strike search("President")#all

are the same, except that in the first case (where the “all” directive is absent), it would
perform an additional check and produce either a warning or an error.

In addition to simple search expressions, AMPL supports other, more complicated
expressions to specify ranges of text we can strike. Due to space limitations, we do not
list all the supported functions here, but a few examples include:

1. by striking “and” at the end
2. by striking “and” at the end of clause (iv)
3. by striking “the Director” the first place it appears
4. by striking “North Country Trail” and all that follows through “June 1975.”

The resulting AMPL statements are,

1. strike is_end(search("and"));

2. strike is_end_of(clause("iv"), search("and"));

3. strike nth(1,search("the Director"));

4. strike search("North Country Trail") through search("June 1975");
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4.3. Text Insertion Statements

An amendment that inserts text inside a provision gets translated into an insert statement.
In general, an insert statement has two parameters: an expression that specifies where to
insert the text (position), and the text string that we want to insert. For example, when
we have the amendment:

by adding at the end the following: “and”

the AMPL code for the insertion is:

insert end "and";

In this case, the keyword end specifies inserting the text at the end of the se-
lected provision. Instead of end, we can use other AMPL expressions to describe
the location. For example begin, for inserting at the beginning of the provision. We
can write insert after(search("this")) "and that";, for inserting “and that“
right after the word “this”, and similarly use before(...) for inserting text before a
string. Furthermore, AMPL allows more complex position expressions. For example,
before(is_end(search(’;’)) specifies a position right before the semicolon at the
end of the provision. And the expression after(nth(2,sentence())) specifies the
position following the second sentence.

4.4. Text Replacement

Text replacement is implemented in AMPL as a strike statement followed by an insert.
For example:

is amended by striking “hearing impairments” and inserting “deaf or hard of hear-
ing,”.

This is translated into:

strike search("hearing impairments"); insert "deaf or hard of hearing";

Here, we have a strike followed by an insert statement that does not specify a posi-
tion. An insert without a position inserts the text at the place of the previous statement
(typically a strike, but can also be a previous insert). As discussed in Section 4.2, a strike
range expression can match multiple occurrences of the same phrase. In this case, the
subsequent insert statement inserts the new text in each of the matching positions for the
strikes.

4.5. Structure-altering Statements

There are several actions we support on the structured document level. One of these
actions is rename, which corresponds to changing the provision number (in bills this is
commonly expressed as ‘redesignate’). rename l1 as l2 renames an element indicated by
l1 as l2 by changing its label, but doesn’t move it in the tree. For example:

rename Clause("iii") as Clause("vi"); // Example 1

rename Clause({"i","ii","iii"}) as Clause({"vi","iii","v"}); // Example 2
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In example 1, the label of Clause iii becomes Clause vi, but otherwise the tree
remains unchanged. Example 2 shows multi-element rename, were Clause i becomes
Clause vi, Clause ii becomes Clause iii and Clause iii becomes Clause v. Note that this
would leave the nodes out of order, where Clause iii is after Clause vi.

We can also strike a structure element, which works just like striking a range.
strike Subsection(”1”) is equivalent to strike rangeo f (Subsection(”1”)). Similarly, in-
sert can work on the structured document, either after striking of an element, or at a pro-
vided location. The location for insert is either be f ore(element) a f ter(element) or end.
And finally, striking an element followed by an insert for a new element can be shortened
as a rewrite statement. For example, rewrite Subsection(”1”) as < text > is equivalent
to strike Subsection(”1”); insert < text >;. We use the rewrite for brevity.

5. Parsing amendments to CIMPL and AMPL

The list of words identified in Section 3 allows us to use a compositional semantics [15]
approach for parsing plain text amendments into a formal representation of the amend-
ments grammar. Compositional semantics allows us to formally specify the semantics for
each lexical item. We derive the semantics of the whole phrase as a composition of the
individual lexical items. The formalism we use for specifying the compositional seman-
tics for our lexicon is called Categorial Grammar [16]. In Categorial Grammar, words are
categorized based on their grammatical roles. For each entry in the lexicon, we provide
the text (which could be a word or a short phrase), the syntactic category of the item, and
its semantics. A key attribute of Categorial Grammar is the correspondence between the
syntax and semantics of each lexical element.

The syntactic categories we use correspond to the role of each lexical item in the
amendment phrase, and also to the semantics of AMPL and CIMPL (see Section 4).
Instead of broad grammatical categories such as nouns, we use finer categories such as
string, elements, ranges, positions, location and action.

As an example, here are the entries for the word “before” in the lexicon:

"before" Positions/Ranges \rns.before(rns);

"before" Loc/Elements \elements.before_loc(elements);

"before" (Ranges\Ranges)/Ranges \rns.\rns1.is_before(rns,rns1);

As seen in this example, there are three entries for “before”, each of them with differ-
ent syntactic categories and semantics. The first has the category Positions/Ranges.
The forward slash means that we expect a “ranges” phrase after the word “before”, and
the result is a Positions phrase. The expression \rns.before(rns) is a lambda ex-
pression, defining the semantics of this lexical item. The result is the function before()

with the ranges phrase as argument. The next entry, with the category Loc/Elements is
similar, when there is an elements phrase instead of a ranges phrase after the preposition.

In the third entry, the category (Ranges\Ranges)/Ranges means that it expects
a “ranges” phrase after the preposition “before”, and another “ranges” phrase before it.
For example, if we have the amendment striking \and" before \the plan", for
the phrase \and" before \the plan", the “and” is a “ranges” phrase, and so is “the
plan”. The result is is before(search("the plan"), search("and")).
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6. Workflow and Implementation

We process bills in a custom, multi-stage Python-based, pipeline as follows:

1. Identify and extract amendments (XMLextract)
2. Parse English to CIMPL and AMPL
3. Retrieve target text from the current law database (XCiteDB)
4. Amend target text by executing the AMPL expression
5. Store back amended text

6.1. Extracting Amendments

As a starting point to process amendatory language in bills, we developed a tool called
XMLextract. It uses pattern matching to identify amendments within a bill. Our analysis
identified several trigger phrases that are used primarily in amendments, including: “is
amended”, “is further amended”, and “are amended”. To extract the amendments, we
look for such phrases. We benefit from the fact that the bills we process are in XML, and
use the structural information to retrieve the full amendment for each phrase.

6.2. Parse to CIMPL and AMPL

After extracting the amendments in a bill, we parse each amendment, and generate the
CIMPL and AMPL expressions for each amendment. The citation is the part that comes
before the trigger phrase, and the amendment action is the part that comes after it, as
described in Section 4. The two grammars are handled separately to allow citations to be
retrieved and amended independently by different amendment phrases.

6.3. Retrieve Target Text

After obtaining the CIMPL and AMPL expressions for the amendment, we retrieve the
part of the law to be amended. This presents a significant challenge. As described in
the House Clerk’s report [2], “On the federal level, there is no single unified code like
some of our state legislatures have or other national parliaments. When amending current
law, federal legislation is drafted to several sources including the positive Titles of the
U.S. Code, the Statutes at Large, and named Acts from the HOLC Statutes Compilations
dataset. At this time, the ‘Changes in Existing Law’ application will illustrate changes to
the U.S. Code, the current Statute Compilations, and some Statutes at Large.”

In the above example, we need to retrieve Section 983(f)(8) of Title 18 of the U.S.
Code. An XML database can store all the laws in XML format, and would allow us to
retrieve the specific part of the law that we want to amend (e.g. only Section 983(f)(8),
and not the entire Title 18) at a particular point in time. For data retrieval, we use XCit-
eDB [17], an XML database that supports temporal versioning. This allows us to retrieve
the structured text of the target law according to the bill’s date.

6.4. Execute the AMPL expression

To execute amendments, we use another tool we developed, called runAMPL. This tool
receives an AMPL expression and the XML fragment for the target provision, and amends
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Table 1. Results for 117th congress

Number Percent

Total 194151 100%
AMPL Parse Error 6267 3.23%
CIMPL Parse Error 4403 2.27%
Citation not found 23976 12.35%
Amendment failed 21905 11.28%
Parsed successfully 183481 94.5%
Completed 134254 69.15%

it by executing the provided AMPL code. Where execution of an amendment fails, it
often indicates a drafting error, such as a typo in the amendment, or a conflict with
another amendment. In such cases, the system issues a notification to the user, who can
then correct the amendment.

6.5. Store Back Amended Text

Finally, after getting the amended provision from runAMPL, we store it back into the
law database. XCiteDB supports branches, which allows us to store the amended text in
a branch named after the amended bill (for example, 115hr1067ih), so that we could
retrieve the law as amended by each bill, without overwriting the original law on the main
branch. This system, in theory, would allow us to automatically execute amendments
as part of the consolidation or codification process. In practice, codification is done by
the Law Revision Counsel and involves additional editorial work that requires human
judgment, so this automated system is not currently used in the codificaiton process.

7. Evaluation

Table 1 shows the results when running the bills from the 117th congress. As seen in the
table, only 5.5 percent fail due to amendment language which is not supported in the lex-
icon, and doesn’t parse to AMPL and CIMPL, and 94.5 percent are parsed successfully.
Out of the successfully parsed amendments, about 12 percent fail because the citation is
not found, mostly because the database is incomplete and missing some laws. Similarly,
11.28 percent fail because the retrieved text is different than expected by the amendment
(e.g. searched string not found). This can happen either because of data issues or drafting
error (e.g. typo). The system identifies any potential errors and reports them to the users
to analyze and correct in future versions of the bill, as appropriate.

8. Conclusion and Future work

This paper presents a system that employs a categorial grammar lexicon and two spe-
cially designed formal languages, AMPL and CIMPL, for processing amendments. This
technology is implemented as part of a suite of software tools developed for the House
of Representatives, which extracts and automatically executes amendments within bills.
It also generates comprehensive reports showing the potential impact of these bills on
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existing legislation. This system achieves greater than 94 percent success rate in parsing
into executable grammar in U.S. bills. Phrases that cannot be automatically processed
by the system often indicate errors in drafting or conflicting amendments, improving the
overall efficiency and accuracy of the legislative process. Future work may extend this
grammar to increase coverage, and support other jurisdictions and languages. We will
also address current weaknesses in the current laws database, and provide more detailed
automated feedback related to drafting errors.
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