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Abstract. A key challenge in legal knowledge representation is the construction of
formal knowledge bases. Such knowledge bases then allow for various applications
such as searching and reasoning. In this paper we describe a web application for
the annotation of legal texts. The result of the annotation is a formal representation
of the legal texts in a form which might be used for searching and reasoning. The
novelty of the tool is threefold: it provides a wizard which guides the user in the
annotation process; it uses a high-level annotation language which is close to the
language of the original text; and, it allows validation of the formal structure by
allowing a simple comparison of the original and the annotated versions of the legal
text.
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1. Introduction

Information systems are playing an important role in helping people in a wide range of
tasks, ranging from searching to decision-making.

One area in which such tools can contribute is the legal domain: New court cases
and legislations are accumulated every day. In addition, international organizations like
the European Union are constantly aiming at combining and integrating separate legal
systems [4].

Approaches for searching over legal texts have long seen commercial success [17].
At the same time, some tools for reasoning over sets of norms have been developed, such
as for business (e.g. [6]) and law (e.g. [12] and [9]).

Unlike the tools and methods for searching, which have seen a wide commercial
success and plans are in place for supporting them, those for reasoning have seen a much
smaller success, especially by legal practitioners.

One of the reasons for the relatively limited success of applications of automated
reasoning in the legal domain is the lack of tools for the construction of legal knowledge
bases, which can be used by non-logicians.

Various surveys of the available tools (e.g. [11]), have identified usability by domain
experts as one of the main requirements. Nevertheless, most such tools fail in achieving
this goal [15].

The most popular approach is by the use of programming languages (a classical
example can be found in [14]). This approach has enjoyed success [3] in the last 40 years
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and is still popular today. Nevertheless, basic knowledge of logic programming is still
required. In order to have a wider use of legal reasoning, other professionals, such as
lawyers and jurists, should be able to use the tools.

Various attempts have been done in order to make such tools more accessible to legal
practitioners (e.g. [7]). The advantage of these approaches is the ability to compile and
test the correctness and quality of the knowledge.

Another approach, demonstrated in [13], is by the use of general formats and lan-
guages. Being of general formats, one can more easily utilize a language which is most
suited for capturing the semantics of legal texts.

A disadvantage of all the approaches above is the lack of tools and methodologies
for asserting the correctness of the logical representations of the legal texts. A discussion
about the need can be found in [8]".

Among existing validation results, one can find a methodology for building legal
ontologies [10] and more concretely to our approach, one for validating formal represen-
tations of legal texts [1].

In this paper, we demonstrate the LegAi annotation editor. The focus of this editor is
on the ability to validate the quality of the formalized legal texts, as well as on usability.
Nevertheless, the editor uses a specific formal language, which can be transformed into
first-order Deontic logics.

The paper will those be divided into three parts: we first describe the formal language
used; in the second part, the annotation editor and its user interface are presented; we end
by presenting an approach for ensuring the quality of the legislation.

2. The Legal Linguistic Templates

In the automated reasoning community there is a discussion whether the knowledge rep-
resentation language should be as expressive as possible, or be efficiently reasoned over
[5]. Expressivity refers to the ability of the language to directly capture the nuances of
the target language, which in our case is the legal language. Being efficient to reason over
refers to the ability to use existing and efficient tools to reason over formulae denoted in
this language.

In the present paper, we take the former approach, since expressivity is essential to
both an easy to use editor (section 2) and validation (section 3). At the same time, among
our goals is to support efficient reasoning over formulae denoting legislations.

Our approach to deal with this apparent paradox is to put requirements on the expres-
sive language. The main requirement is the ability to algorithmically translate formulae
into a language in which efficient theorem proving is possible, which will be called the
”lower” language, as opposed to the "higher”, expressive, language.

The LegAi lower language consists of classical first-order logic (see, e.g. [2]), to
which we add a second, non-classical, negation operator and one ”Obligation” operator.

The LegAi higher language consists of vocabulary and Legal Linguistics Tem-
plates (LLTs).

Vocabulary and LLT's can be considered as logical terms and connectives, respec-
tively. As an example, consider the vocabulary personalData(DataSub ject), which is

ISee discussion in Sec. 3.2 .
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a first-order term with one parameter, which is a free variable. An example of an LLT
is General — Prohibition(List), which accepts a list of other LLTs and denotes a legal
prohibition, which can be overcome later via exceptions. Free variables are universally
quantified over the whole legal knowledge base. So far, we have not seen a need to scope
variable quantification locally.

Each LLT comes with its own ”semantics”, which are denoted in the lower language.
The semantics are denoted recursively. For example, given the semantics operator .7

S{General — Prohibition(List))} = Obligation(—.”{List}) (1)

3. The LegAi Annotation Editor

The goal of the LegAi annotation editor is to support annotating legal texts with the
LegAi higher language, while at the same time, supporting validation of this annotations,
which will be described in the next section.

The editor can be found online” and requires registration. After registration, an email
to activate the account must be sent to the code maintainer, who associates the new user
to a specific account with specific rights.

Once logged in, the user has the ability to paste legal texts into an annotation editor.
The user starts with selecting a sentence they wish to annotate and then a (top-level) LLT
wizard opens. The wizard guides the user in the annotation process, shows the possi-
ble/required LLTs that can/must be nested.

An example of annotating two simplified articles of the GDPR is shown on the top
left of the figure above.

4. Ensuring Correctness via a Reverse Translation

In order to check if an annotation captures correctly the meaning of a legal sentence, the
user can view the formal tree structure, as defined in the previous section and shown on
the right of the figure above.

Nevertheless, such a formal structure is not easily readable by non-logicians. In
order to rectify that, a feature called reverse translation was added to the editor.

The reverse translation, which is accessible on a separate tab, generates a legal text
from the formal tree structure. It then places the reversely generated text next to the
original text. The user can then compare the two versions and decide if the formal version
correctly captures the meaning of the original one, as shown on the bottom left of the
figure above.

*https://legai.uni.lu
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5. Conclusion

In this paper we have presented the LegAi annotation editor. This editor is currently used
by legal firms in order to generate legal knowledge bases for specific legal problems.

The editor is accompanied by the LegAi decision support tool (not described in this

paper), which allows automated reasoning over the knowledge bases.

The LegAi higher language is currently translated only into the LegAi lower lan-

guage. In the future, we plan on translating the higher language into TPTP [16] and other
formats. The knowledge base, denoted in the higher language, can be exported to be used
with other tools.
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