NEXAS: A Visual Tool for Navigating and Exploring Argumentation Solution Spaces
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Abstract. Recent developments on solvers for abstract argumentation frameworks (AFs) made them capable to compute extensions for many semantics efficiently. However, for many input instances these solution spaces can become very large and incomprehensible. So far, for the further exploration and investigation of the AF solution space the user needs to use post-processing methods or handcrafted tools. To compare and explore the solution spaces of two selected semantics, we propose an approach that visually supports the user, via a combination of dimensionality reduction of argumentation extensions and a projection of extensions to sets of accepted or rejected arguments. We introduce the novel web-based visualization tool NEXAS that allows for an interactive exploration of the solution space together with a statistical analysis of the acceptance of individual arguments for the selected semantics, as well as provides an interactive correlation matrix for the acceptance of arguments. We validate the tool with a walk-through along three use cases.
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1. Introduction

Abstract argumentation is a very active research field within argumentation theory. Besides the theoretical analysis and formal approaches [1] the development of efficient solvers has gained much attention [2], as also witnessed by the International Competition on Computational Models of Argumentation (ICCMA) [3]. This led to a number of solvers that can enumerate all extensions of most of the prominent argumentation semantics. However, the solution space for many semantics can become very large, in particular if many cycles of even length are contained in the given argumentation framework (AF).
While theoretical results on AFs already provide a rather clear picture of the relations between the argumentation semantics, for example in terms of subset-relations or the existence of solutions for specific classes of AFs, there is no practical support to explore the solution space of AFs. Standard AF solvers are mainly targeted to i) compute extensions or decide for credulous and skeptical acceptance of arguments efficiently, or ii) to support the construction of arguments and AFs visually [4]. Up to now, the only combination of computational argumentation and visualization is by tools that use a solver in the backend for the computation of solutions or acceptance of arguments, and the visualization of the AF as a directed graph. The outcome of the computation is then visualized by highlighting arguments that are credulously or skeptically accepted, or one extension after another is highlighted in the graph for a selected semantics1 [5]. With the current tool support the user does not get the full picture on the acceptance of individual arguments, or sets of arguments. When comparing two semantics, handcrafted tools are still needed to post-process all extensions and find out where they coincide or differ. Getting an overview on the whole solution space for specific semantics, to be able to zoom-in or -out into particular sub-spaces that contain similar extensions, is not at all supported by current tools.

To overcome these limitations, we embarked on an interdisciplinary endeavour proposing to utilize advanced visualization to interactively explore the solution space of AFs. As a result, we introduce the NEXAS tool for Navigating and Exploring Argumentation Solutions. In this work we combine the well known Answer Set Programming (ASP) based AF solver aspartix [6], and the recently developed approach for answer set navigation [7] to, on one side enumerate extensions, and on the other side navigate towards “interesting” sub-spaces of arguments.

Our main contributions are: (1) An approach that seamlessly integrates visualization techniques and systems for enumerating extensions for abstract argumentation frameworks. (2) Our novel web-based tool NEXAS, an interactive solution that visually realizes the aforementioned approach [7] through three major coordinated views fostering navigation, exploration and understanding of the AF (See Figure 1). (3) Walk-through

---

1 Web interface of ConArg (https://conarg.dmi.unipg.it/web_interface.php)
validation of the tool NEXAS on the basis of three use cases. A demo of the tool, video walk-through and test data can be found at https://imld.de/nexas.

2. Background and Related Work

2.1. Abstract Argumentation Frameworks

We recall the basic definitions for abstract argumentation frameworks. For more details we refer to the standard literature [8,9].

Definition 1 An abstract argumentation framework (AF) is a pair denoted as \( F = (A, R) \) where \( A \) is a finite set of arguments and \( R \subseteq A \times A \) is the attack relation.

Given a pair \((a, b) \in R\), we say \( a \) attacks \( b \). An argument \( a \in A \) is defended by a set \( S \subseteq A \) if, for each \( b \in A \) such that \((b, a) \in R\), there exists a \( c \in S \) such that \((c, b) \in R\). Additionally, the range of \( S \) (w.r.t. \( R \)) is defined as \( S_T = S \cup \{x \mid \exists y \in S \text{ such that } (y, x) \in R\} \).

Definition 2 Let \( F = (A, R) \) be an AF. A set \( S \subseteq A \) is conflict-free (in \( F \)), if there are no \( a, b \in S \), such that \((a, b) \in R\). \( \text{cf}(F) \) denotes the collection of conflict-free sets of \( F \). For a conflict-free set \( S \in \text{cf}(F) \), it holds that

- \( S \) is an admissible set of \( F \), i.e., \( S \in \text{adm}(F) \), if each \( a \in S \) is defended by \( S \);
- \( S \) is a stable extension of \( F \), i.e., \( S \in \text{stb}(F) \), if \( S_R^+ = A \);
- \( S \) is a complete extension of \( F \), i.e., \( S \in \text{compl}(F) \), if \( S = \{s \in A \mid S \text{ defends } s\} \);
- \( S \) is a preferred extension of \( F \), i.e., \( S \in \text{prf}(F) \), if \( S \in \text{compl}(F) \) and there is no \( T \in \text{compl}(F) \) with \( T \supset S \);
- \( S \) is a stage extension of \( F \), i.e., \( S \in \text{stg}(F) \), if there is no \( T \in \text{cf}(F) \), such that \( S_T^+ \subset T_R^+ \);
- \( S \) is a maximal conflict-free or naive set of \( F \), i.e., \( S \in \text{naive}(F) \), if \( S \in \text{cf}(F) \) and for each \( T \in \text{cf}(F) \), \( S \not\subseteq T \);
- \( S \) is a semi-stable extension of \( F \), i.e., \( S \in \text{semis}(F) \), if and only if \( S \in \text{compl}(F) \) and there is no \( T \in \text{compl}(F) \), such that \( S_T^+ \subset T_R^+ \).

Our tool also supports the SCC-recursive semantics \( \text{cf}2 \). For more details we refer to the following article [9]. Figure 2a) shows the relation between the introduced semantics in terms of subset-relations. Figure 2b) shows an example AF represented as a directed graph where the preferred extension \( \{a, c, e\} \) is highlighted.

We denote the set of arguments of an AF \( F \) that are credulously accepted under semantics \( \sigma \) by \( \text{cred}_{\sigma}(F) := \bigcup \sigma(F) \), and the set of arguments that are skeptically accepted under semantics \( \sigma \) by \( \text{skep}_{\sigma}(F) := \bigcap \sigma(F) \).
2.2. Related Work

Visualization in Abstract Argumentation Frameworks. Although there are many argumentation systems [2], approaches that concentrate on the visualization of solution spaces for AFs have not yet been investigated in detail. The only work we are aware of is the Neva tool, a preliminary version of the NEXAS tool presented in [10].

The standard way to visualize extensions wrt. a semantics of an AF is by highlighting the accepted arguments in a directed graph, as shown in Figure 2b). In the following we discuss also related work on visualization for related domains, such as ASP. For example, ARVis [11] visualizes answer sets and their relations using a directed graph structure. Besides, the toolkit Possible Worlds Explorer (PWE) [12] is able to visualize individual answer sets and their structures. Additionally, PWE builds a distance matrix based on the similarity measure and applies hierarchically clustering on it to discover further substructures. On the other side, Betz et al. [13] implemented a tool based on argumentation theory that can structure and visualize multi-dimensional opinions by mapping them into two-dimensional space. Each opinion is a feature of the structured AF. They also cluster the opinion vectors (argumentation extensions) and calculate the coherence of opinion vectors. However, it is only suitable for very small data sets and focuses on the data relations.

Dimensionality Reduction. Dozens of dimensionality reduction techniques (also known as projections) are currently available and most are summarized in the surveys by Espadoto et al. [14] and Nonato et al. [15]. They are mainly used for exploration of multidimensional data, notably in AI applications and information visualization (InfoVis). For example, to explore gene expression patterns and correlate the results with classically defined neuroanatomy, Ji [16] projects hybridization gene expression data into a two-dimensional space using t-SNE and PCA algorithms and visualizes it using scatterplots. Among these techniques, the variants of MCA (Multiple Correspondence Analysis) [17,18] are among the few techniques capable to encoding categorical data to a visual space such that closeness reflects similarities [15].

Visualization of Highly Dimensional Data. From InfoVis, there are techniques tailored to highly dimensional data [19,20], like Parallel Coordinates, Prosection Views, Shape Coding, Recursive Pattern, etc. However, displaying a large amount of data objects with many features remains an open challenge where, usually, no single technique suffices. For this problem, tailoring multiple linked views has been proven to be effective [20], while also enabling the design of interactions and interplay between the views towards specific tasks. These design possibilities have recently been used to deal with specific use cases in various AI and formal methods domains (e.g., [21,22]). Furthermore, the visual complexity of the visualization plays an important role for explainability in AI, as expressed in the user needs of the What-If-Tool [23]. In fact, this tool successfully employs scatterplots, bar charts and line charts to provide insights about the model, data and features involved, when as stated before, one could opt for more intricate visualization techniques to deal with the complexity of the data.

Set Visualization. For the specific case of set-typed data, visualization techniques have also been studied well [24]. For example, based on Euler diagrams, EULERFORCE [25] uses a force-directed layout to optimize space usage, and SPEULER [26] includes semantic information in a two step layout method for highly overlapping sets. ONSET [27] uses
a pixel-oriented technique to show which elements are included in the sets represented with juxtaposed grids, in contrast to the SET’O’GRAM approach [28], which uses superimposed bar charts to obtain insights. Other approaches use multiple coordinated views, like POWERSET [29], which uses bar charts and treemaps to show set intersections. Similar open challenges about the amount of data that can be visualized at once also apply to set visualization techniques, specially when many sets and their contents need to be compared. Thus, we chose familiar and effective representations that ease the cognitive load for users at different levels of expertise, as most of the existing work is best (or only) suited for small datasets.

3. NEXAS: Navigating and Exploring Argumentation Solution Spaces

So far, there is no tool that supports the solution space exploration for AFs. This means that in case there are hundreds or thousands of solutions, there is no way to see where for example two semantics coincide, or which arguments are accepted often or rarely.

Use Cases. In the following we describe typical Use Cases (UC) where the existing tool support is not enough. As a user for such scenarios we consider either i) a researcher that works in the field of abstract argumentation who uses argumentation systems to investigate certain aspects of argumentation semantics, or ii) a student in abstract argumentation who attends a course on argumentation theory and wants to learn more about the behavior of argumentation semantics. Thus, the tool is aimed to support the user visually in the analysis of the outcome on the computation of the argumentation semantics. The following use cases will help us to identify the goals on the visualization tool.

UC-1: The user wants to explore the AF solution space (the set of extensions) for specific argumentation semantics of a given AF. The main goal is to compare the semantics and to find out about similarities and differences. a) The individual acceptance rate of each argument should be given. The user wants to see the relative frequency of acceptance wrt. the semantics for each argument, and for the intersection of the extensions of both semantics. b) She wants to be able to select arguments and see in which extensions they are accepted. It is also desirable to be able to select several arguments and get the union of solutions highlighted where they are accepted. c) Each individual extension should be observable, and a representation that visualizes the complete solution space of two selected semantics is needed, which allows to identify which extensions share many arguments, and which have less in common.

UC-2: The solution space for one or both semantics might just be too big to be computed. On one side due to the time and space needed for the computation and on the other side because the information which needs to be processed is too big to be comprehensible. In most applications the user might just want to compute a particular subspace of the whole solution space, where some arguments are either contained in all or in none of the extensions.

UC-3: Besides highlighting the extensions where particular arguments are accepted (see UC-1), the user wants to “navigate” towards desired solution sub-spaces, by choosing which arguments should be accepted or rejected. To this end, the tool needs to show for which arguments such a selection is even possible. Those are arguments that are cred-
ulously but not skeptically accepted. Note that choosing skeptically accepted arguments would not change the solution space.

Design Goals. Within interdisciplinary brainstorming and feedback sessions involving experts in Abstract Argumentation as well as Interactive Visualization, we iteratively designed our NEXAS tool. Within these conversations, we considered needs of the argumentation community which resulted in developing a set of design goals (DG) that our tool must fulfill.

**DG-1: Intuitive and Familiar Representations.** We aim to foster intuitive understanding of the views by using traditional representations of the AF components while also encoding relevant information that the users can obtain insights from.

**DG-2: Highlight Component Relations.** A major challenge is to understand how components affect others. Thus, we aim to make these relations visible through linked interactions to foster understanding of the underlying framework.

**DG-3: Maintainable and Customizable.** The system design must be flexible and allow incorporation of further components in future iterations.

**DG-4: Support Several Tasks and Workflows.** We aim to support tasks with disjoint purposes and thus the available interactions must reflect such purposes.

**DG-5: Ready-to-use.** We aim to minimize setup complexity of the tool to account for various user environments.

4. Technical Design and Implementation

**Figure 3** provides a simplified version of steps the data goes through in our system, also indicating the relationships between views.

**Preprocessing Extensions.** The backend uses the python library pandas to perform operations on datasets during preprocessing. After computing the semantics using the ASP solver, we use a one-hot-encoding in order to construct two binary datasets $D$ and $D_s$ from the obtained extensions (answer sets). $D$ simply encodes extensions as rows where columns correspond to arguments that belong to at least one extension (creduously accepted arguments) whose respective values $v \in \{0, 1\}$ indicate whether they are contained ($v = 1$) in the respective extensions, or not ($v = 0$). The other dataset $D_s$ additionally contains flags for whether an extension is contained in one semantics, the other semantics or in both (the intersection) of them.

**Dimensionality Reduction.** Out of the presented reduction methods, t-SNE and MCA seem to be best suited for our application. Due to performance reasons we decided to use MCA in our tool. The two-dimensional reduction by MCA (Multiple Correspondence Analysis) using the python package prince is performed on $D$ and $D_s$, respectively. Ultimately the two-dimensional reduction provides the coordinates for the scatterplot that visualizes extensions. For $D$ the dimensionality reduction is based on which arguments an extension contains, hence, the reduction reflects the similarity of extensions. For $D_s$ the reduction in addition takes into account to which semantics an extension belongs. Performing a reduction on the latter data set may thus cause more distinctive clusters of data points in the scatterplot.

---

2 https://pandas.pydata.org/  
3 https://github.com/MaxHalford/prince
Correlation. We compute correlation coefficients of arguments using the pandas library on dataset \( D \), which simply reflects the containment of arguments among extensions. Datasets containing correlation coefficients are computed for each semantics, respectively, providing the frontend with data that can be used to visualize correlations in each of the semantics separately.

Navigating Extensions. We use the recently proposed ASP navigation framework [7] for navigating extensions of AFs. The main idea is to understand arguments that are credulously, but not skeptically accepted, as so called facets of the respective semantics of an AF, which can be included or excluded from the solution space in order to land in a sub-space of extensions. So called navigation steps are performed by inclusion or exclusion of facets. The inclusion of a facet prunes each extension that does not contain the corresponding argument, and accordingly, the exclusion of a facet prunes each extension that contains the corresponding argument. Navigation steps are achieved by adding corresponding integrity constraints to the respective answer set program that encodes the AF. By recursively enforcing that arguments are included in or excluded from extensions (answer sets), we can zoom into or out of the solution space, which ultimately provides us with functionality to navigate extensions. For more details on weighted faceted answer set navigation, interested readers are referred to [7].

Faceted navigation is realized visually in the frontend, using the one-hot-encoded data from the backend to perform navigation steps and display the resulting sub-spaces (addressing design goal DG-2). Furthermore, users can provide a list of facets to activate at startup (UC-2), to directly land in the resulting sub-space, which may be useful for very large solution space, as users can prune certain extensions right in the beginning.

Implementation Challenges. Several steps within the tool are computationally very expensive. This starts with the enumeration of extensions for the argumentation semantics, and continues with the processing of the data with dimensionality reduction and the visualization. Therefore, we preferred methods that are 1) efficient, 2) robust, 3) easy to adapt and 4) to combine (DG-3). To this end, we decided to use the aspartix [6] approach for the enumeration of extensions. Within the aspartix system suite, there are ASP encodings for most of the prominent semantics, and these encodings can be easily extended or modified independently from our tool NEXAS. As the aspartix approach relies on ASP technology, we can adapt the answer set navigation approach from [7] to allow a more interactive and informative exploration of the AF solution space. On the visualization front, to simplify access to the tool considering the work environments of our target users (DG-5), we provide NEXAS as a web application which—since it is limited by the resources of the browser tab—needs to avoid expensive operations and update the website components efficiently.
Data Generation. To generate the answer sets and miscellaneous data, we use a python script that calls the ASP solver clingo [30] together with the ASP encodings of aspartix [6] and the ASP solution space navigation approach [7]. For the computation of the semantics pairs we can often make use of the theoretical knowledge about the subset-relation between the semantics (see Figure 2). This means that for the pairs of semantics stable \( \subseteq \sigma \) for \( \sigma \in \{\text{semi-stable, stage, preferred, cf2}\} \), we only compute the extensions of the super-set, and identify within the answer sets obtained, which of the solutions are also an extension of the other semantics. The answer sets are finally stored in .json files for the frontend to use.

Web Application. NEXAS has a server implemented with express.js\(^4\). The HTML content is built using the templating engine sprightly\(^5\) to facilitate component-based UI that can be easily maintained (DG-3). On the client side, the look and feel is achieved by adapting Materialize\(^6\) components. The visualizations are built using D3\(^7\), since it is flexible enough to support non-standard visual encodings.

5. Visualization Design

The NEXAS tool consists of 3 major views to explore and navigate the solution space of an abstract argumentation framework. All views can be seen on Figure 1 and their influence on each other is encoded with arrows in Figure 3. The semantics are color encoded in all views (DG-2) using contrast to distinguish between them easily.

Argument View. This view encodes the set of arguments (Figure 1 a)). A double vertical bar chart is used to compare, for each argument, the relative frequency with which it is accepted in each of the two semantics (\(A, B\)). With a central axis used to distinguish between the semantics, we show \(A\) in the bars to the left and \(B\) in the bars to the right. The intersection of the semantics (i.e., the frequency with which an argument is accepted in both \(A\) and \(B\)) is shown as a hatching pattern on both sides of the bar chart. The width of the intersection hatching can cover 100% of both sides of the chart, to indicate whether the intersection subsumes the solutions for either semantics. With this, we show at a glance how the semantics compare (DG-1). This bar chart can be used to filter and highlight content in the other views.

Extensions View. The solution space (i.e., set of extensions) is displayed in a scatterplot (Figure 1 b)). The extensions that belong either to \(A\) or \(B\) are encoded with the same colors as in the bar chart, and those that belong to both \(A\) and \(B\) are also encoded with a third color that visually blends the colors used for the two semantics. The MCA dimensionality reduction provides a spatial clustering based on the similarity of the contents of each solution, which also enables users to immediately get a feeling of how the extensions are distributed by semantics (DG-1). To show when several solutions are stacked on top of each other, we lowered the opacity of each point in the scatterplot. Furthermore, it is possible to include the semantics in the dimensionality reduction from the settings sidebar, emphasizing the grouping by semantics from the MCA. Users can also inspect the arguments contained in each solution by selecting them, which triggers highlights in the Argument View. This effect can be seen in Figure 4 b).

\(^4\) https://expressjs.com/  \(^5\) https://www.npmjs.com/package/sprightly  
\(^6\) https://materializecss.com/  \(^7\) https://d3js.org/
Correlation View. Figure 1 c) displays the correlation matrix split across the diagonal to compare the values in both semantics: $A$ on the upper triangular matrix and $B$ on the lower one. The semantics are shown in the color coding of the perimeter of both triangles (DG-2). Since the correlation matrix of a single semantics is symmetric, no information is lost. Additionally, hovering over any cell on the matrix highlights the same argument pair on the other side of diagonal, so that users can compare the correlations values (from $-1$ to $1$) on demand. The vertical axis of the matrix of this view and bar chart of the Argument View correspond, such that hovering over an argument in the bar chart adds a visual guide over the row and column of the highlighted argument in the matrix.

Cross-view Interactions. We provide multiple ways of creating a selection of either arguments or extensions. We distinguish these as Argument Inspector and Extension Inspector, of which only one may be active at a time (DG-4). The user selection can be exported at any time depending on the active inspector. While the Argument Inspector is on, users may select arguments on the bar chart to highlight the extensions on the scatterplot that contain the selection (Figure 4 a)). For the Extension Inspector, the selection is done on the scatterplot and the result is reflected on the bar chart (Figure 4 b)).

On the other hand, the Faceted Navigation described in Section 3 can be enabled from the settings sidebar and alters the behavior of both the Argument and Extension Inspectors (to support UC-3). When active, the arguments which are not facets of the remaining extension set (i.e., the arguments are either contained in all solutions or none) are disabled. The Argument Inspector then allows users to include facets (click) or exclude them (ctrl + click), which updates the solution space by filtering the extensions accordingly. Multiple simultaneous selections are disallowed in Faceted Navigation, as after including or excluding a facet, the remaining arguments may not be facets of the resulting solution space. However, users can choose multiple facets sequentially, as the available facets update after each selection. Likewise, the Extension Inspector only allows one selected solution at a time while Faceted Navigation is active. For visual reference, see Figure 5.
6. Validating NEXAS

Here we demonstrate the feasibility of our approach by means of a walk-through inspired by the use cases from Section 3. Initially the user provides the input AF\(^8\). All figures of the NEXAS interface use this input file. The upper bound\(^9\) for the number of extensions to be computed for each of the semantics, respectively, is set to 10,000. Further, semantics stage and cf2 are selected for the comparison.

After the data generation, the user sees the views as shown in Figure 1. As requested in UC-1 a) the argument view reveals that the semantics have no extension in common, as for none of the arguments there appears an overlay of stripes. When hovering over argument \(a_{54}\), a box appears and provides the information that it is accepted in 33.2\% of the stage extensions and in 25.92\% of the cf2 extensions. Further, one can observe that for instance argument \(a_{32}\) is solely accepted in 50\% of the stage extensions, and not for cf2 semantics. Following UC-1 b) the user clicks on \(a_{20}\) and observes in the scatterplot that only the stage extensions, that contain \(a_{20}\), are displayed in color, all other points are grayed out. By further clicking on \(a_{36}\), additionally several cf2 extensions are again displayed in color, thus showing all extensions where \(a_{20}\) or \(a_{36}\) is accepted. After clearing the selection, the user switches to the Extension Inspector and clicks on one extension in the scatterplot. This made all arguments, that are not contained in that particular extension, grayed out in the argument bar chart, and thus all arguments that are still colored are accepted in that extension (UC-1 c)). Selecting another extension nearby the previous one reveals, as mentioned in UC-1 c), that extensions that are placed near to each other in the scatterplot share many arguments.

Considering UC-2, the user is interested in exploring the sub-space of solutions where argument \(a_{54}\) is always accepted. She has two options, either to use faceted inspection, which then only considers the sub-space restricted to a maximum of 10,000 for each of the semantics, or to restart the tool with a modified configuration where \(a_{54}\) is activated as an inclusive facet so that all computed extensions contain \(a_{54}\). Using the second option, leads to sub-spaces that have 432 extensions in common. The argument \(a_{32}\), which previously was accepted in 50\% of the stage extensions, is now accepted in 45.68\%. The user selects \(a_{52}, a_{21}\) and \(a_{76}\) in Faceted Navigation (UC-3), leading to the state visible in Figure 5 a). By further including facet \(a_{94}\), the number of extensions is reduced again as shown in Figure 5 b). Note that Faceted Navigation zooms in the solution space, thus all extensions that don’t contain \(a_{52}, a_{21}, a_{76}\) and \(a_{94}\) are not displayed any longer, in contrast to the default behavior of the Argument Inspector that would gray out the other extensions. Next, the user observes one particular extension by switching to the Extension Inspector (while still having Faceted Navigation on), and clicking on an extension in the scatterplot. Then, in the argument bar chart on the left, all arguments are highlighted in color which are accepted in that extension (Figure 5 c)).

---

\(^8\) *massachusetts_srta_2014-11-13.gml.50.apx* from the instances of ICCMA 2017 [31].

\(^9\) Setting an upper bound for extensions could result in only a part of the solution space being considered.
7. Conclusion and Future Work

With our visual analysis tool NEXAS we propose a novel way of exploring the argumentation solution space, that offers a tight integration of state of the art solvers for AFs and interactive visualization design. Our validation shows that a user can easily observe information that, without the tool, would be very hard to comprehend, such as the relative frequency of acceptance of arguments, or which extensions belong to both semantics under consideration. The linked interactions within the three seamlessly integrated visualization views allow for multiple and advanced ways of solution space exploration.

For future work we will further refine and expand NEXAS, by integrating weights for facets, as described in [7]. Moreover, we will investigate how to represent the input AF in NEXAS, and how to integrate it in the views of the tool. User studies shall help us to integrate feedback from experts in the field of abstract argumentation. We believe that NEXAS opens up new ways to easily explore solution spaces, which will pave the way to also lift concepts from NEXAS to more general settings like ASP solution spaces.
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