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Abstract. This paper proposes a simple and efficient VRM format display 
optimization scheme. The optimization effect is significant. The display of avatars 
has played a pivotal role in the development of all types of interactive media. VRM 
is an easy-to-create, share, and copyright-protect virtual image file format. VRM is 
an easy-to-create, share, and copyright-protected avatar format, but its common 
browser-based display solution, three-vrm, suffers from serious performance 
problems. In this project, we propose several performance optimization schemes, 
each of which is experimentally analyzed and verified, and finally propose a simple 
and efficient optimization scheme for the display of the VRM format, which 
achieves significant results. This technical report contains four main sections: the 
first provides an introduction to the background of the project and a brief comparison 
of the virtual image implementation options that exist on the Internet today to 
discover the direction and significance of the project. The technical and system 
features and innovations used in the project are also covered. The second part 
describes the research process, intermediate results, and phased conclusions of the 
project. In the third part, the principles of the implementation and the core code of 
the final solution in the project are explained and sorted out in detail. The fourth part 
discusses and summarises the limitations of the system and areas for improvement. 
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1. Introduction 

In 2010, when people talked about interactive media, they mostly thought of web-based 

Flash mini-games. But with the proliferation of portable smart devices, the number and 

variety of interactive media have exploded. In such rapid development, the generation 

and display of virtual images is a very important technique. To simplify the process of 

generating avatars, the VRM format was created. The VRM format can be imported into 

different development platforms and displayed in different software environments. Its 

rendering on the WebGL side generally uses the three.js + three-vrm scheme. However, 

in practice, three-vrm has performance problems, which to a certain extent hinders the 

wider use of VRM format applications in browsers. This project aims to propose an 

efficient optimization to address the performance issues when rendering skinned 

character actions in three-vrm. 
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1.1. Rationale and Research Gap 

Skinned character model display technology dates back to the early 21st century and has 

experienced rapid development in character modeling and its animation technology, 

driven by the games industry and the animation industry represented by Disney. From 

simple skeleton binding to IK control, hair systems, and GPU skinning, character 

animation techniques have made it possible to create fictional avatars. The advent of 

VRM technology has been a major step forward in making character modeling accessible 

to the general public. Previously, the rendering of skinned animations required the 

execution of many matrix transformations, which often had to be run in native 

applications to rely on heterogeneous computing hardware such as GPUs. Nowadays, 

browser-based applications are also becoming available with significant computing 

power and GPU access performance, making it possible to display character animation 

in the browser. 

1.2. Features and Innovations 

In this project, the performance of the skinned model display of the three-vrm project 

was tested and debugged to identify performance bottlenecks. Three performance 

optimization solutions were then proposed for the bottlenecks, implemented, and tested 

individually. The result was a 400% improvement in the rendering efficiency of the 

three-vrm model by optimizing the model at the skeletal structure level. The solution is 

straightforward to implement. 

2. Related Work 

In 2019, a character model format based on the glTF format [1], the VRM format, 

emerged. It aims to provide a convenient vehicle for VR devices to create and display 

virtual images, making full use of the extensibility of the glTF format, storing 

information such as character models, bones, and expressions in a single file, and 

integrating functions such as skeletal springs and physical collisions. What's more, along 

with the VRM format comes the Void Studio software for creating VRM files [2]. Using 

this software, users can visually and simply select the type of five senses required, adjust 

the body attributes and finally generate a usable VRM file directly. This innovation 

greatly simplifies the process of creating virtual images and makes it possible to apply 

more high freedom virtual images.  

Due to previous practical experience with relative projects, Three.js was chosen for 

this project to experiment with. To import and display avatars in Three.js, third-party 

plugins were introduced for this project, including the MMDLoader and Three-VRM 

libraries. MMDLoader is an MMD format loading plugin that comes with the Three.js 

example folder, which provides the ability to read and parse MMD file formats. Three-

VRM is a VRM model format plugin for Three.js, developed and maintained by Pixvi. 

It not only provides the ability to read and parse VRM format models but also retains 

information about the joints, expressions, spring bones, physics, etc. that are unique to 

VRM models. Using the Three-VRM library, web developers can customize animation 

values and control model animations in real-time, enabling web-side motion capture and 

other features. 
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3. Procedures 

3.1. Performance Test 

Firstly, performance tests were carried out against existing virtual image display 

solutions. The test cases were written using the Three.js framework, referencing two 

third-party components, MMDLoader and Three-VRM.  

 

Figure 1. MMD rendering test. 

 

Figure 2. VRM render performance profiling. 

The MMD model shown above (figure 1) was tested to maintain a frame rate of 

90fps on a desktop platform with 25 animated instances drawn simultaneously [3], while 

on the VR all-in-one platform it could only barely reach around 12fps (figure 2).  

Z. Tao et al. / A Method to Optimize the Performance of Three-VRM166



The performance of the desktop platform has been unsatisfactory in the tests on the 

VRM format models. With just one model displayed, the desktop browser was only able 

to maintain a rendering frame rate of around 60fps. After analyzing the performance of 

the call tree in the browser Profiler, the performance bottleneck for VRM model 

rendering was the projectObject function. The execution time of this function accounted 

for around 70% of the time per frame. After a more in-depth analysis of this function, 

we were able to further locate the problematic code. 

3.2. Locate Bottleneck 

Once the problem function was found, a deeper understanding of the causes of the 

performance issues was sought. The process of displaying the skinned animated model 

in Three.js is divided into the following steps: first, the basic information about the model 

(vertices, slices, shaders), etc. is loaded. The pose of the skeleton for the current frame 

is then solved by interpolation based on information such as animation tracks, keyframes, 

and renderer time. Due to the hierarchical structure of the model skeleton, the absolute 

pose of the skeletal points is solved from the pose of each skeleton, which requires a 

recursive bottom-up pose transformation, starting from the root joint [4]. The skeletal 

pose solution is a depth-first search-like process in which the absolute pose of each joint 

point is recorded as the skeleton is traversed and later weighted according to the vertex 

weights to determine the final position of each vertex of the skin model (figure 3). 

 

Figure 3. Skeleton transform. 

Based on Three-.js, the Three-VRM library intervenes in the VRM model pre-

processing process to maintain the functionality specific to the VRM format. From the 

loading stage, in addition to loading the model's basic information using the glTFLoader, 

Three-VRM also implements a part that reads and parses additional information about 

the model. This includes the model's skeleton and expression definition, the spring 

skeleton function, the physics simulation function, etc. With the JSON plain text storage 

of glTF files, this information can be easily read out using Javascript's own JSON 

processing tools. After reading the above information, Three-VRM corresponds the 

model bones to the additional binding information, generating a special binding structure 

for each bone to facilitate the subsequent dynamic setting of the joint angles. As Three-

VRM takes over the change of the bone joint values, the animation calculation is no 

longer performed by Three-.js here but is passed to Three-.js for recursive transformation 

and skinning operations after Three-VRM has set up the bone information. The hotspot 

function multiplyMatrices found in the performance tests is the function used in the 

recursive transformation phase. 
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3.3. Experiments on Solutions 

3.3.1. WASM Code Optimization 

Firstly, we tried to rewrite the performance hotspot function multiplyMatrices in C 

(figure 4) and compiled it into a WASM module for Javascript calls (figure 5). As the 

function performs the multiplication of two matrices, it did not encounter too many 

obstacles during the migration to C. 

 

Figure 4. Part of the function code. 

 

Figure 5. Part of the test code. 

 

Figure 6. Test results. 

From the analysis of the test results we found that although WASM bytecode is 

parsed and executed more quickly than Javascript, it has better performance optimization 

for hotspot code due to the JIT optimization used for Javascript in modern browsers. On 

the other hand, WASM function calls have a greater performance disadvantage due to 

context switching and memory copy overhead (figure 6). If the performance benefits of 

WASM are to be fully exploited [5], the entire maths library of Three.js would have to 

be rewritten to eliminate the performance overhead of cross-language calls, and the effort 

would be more than worth it. 
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3.3.2. Model File Optimization 

We have tried to optimize the model files. This was done in several ways: reducing the 

number of model triangles, reducing the number of model bones, reducing the quality of 

model mapping, and merging models and maps. 

With these adjustments, the file size has been reduced by about 20% compared to 

the original file without affecting the visual appearance (figure 7). The smaller file size 

will facilitate the transfer in a network environment [6]. 

 

Figure 7. Optimized model file. 

Unfortunately, the performance of the optimized model file was tested to show no 

significant difference from the performance before the optimization, and the hotspot code 

still severely slowed down frame times. The optimization of the model only had the effect 

of saving network traffic [7]. 

3.3.3. Model Loader Optimization 

As the optimization of the model files did not have the desired effect, we suspected that 

there were inefficiencies in the code implementation itself and conducted a review of the 

code in Three.js and Three-VRM. The code review mainly covered the glTFLoader, and 

VRMLoader sections, with a focus on how the third-party libraries handle the loading 

and transformation of character bones. Upon examination, the glTFLoader section that 

the Three-VRM library relies on to load skinned bones contains the following code 

(figure 8): 

 

Figure 8. Problematic code. 

To solve the problem, we created a general modified glTFLoader file for Three-

VRM, using the same skeletal object to bind all the sub-objects of the VRM model, to 

ensure that only one full-body skeletal transformation is required per frame to draw all 

the sub-objects. After this, a performance comparison test was carried out. 
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Figure 9. Comparison test. 

Before the skeleton merging optimization, the total execution time of the project 

object function was 5.23 milliseconds. After the optimization, the execution time of the 

projectObject function was reduced to 0.63 milliseconds using the same model and 

action settings, an increase in computational efficiency of over 800% (figure 9). 

4. Results 

After experimenting with different solutions, we finally adopted the optimization of 

merging skeletal objects. By modifying the model loader source code, we succeeded in 

making the rendering of VRM models on the browser side significantly more efficient. 

In subsequent tests, even after increasing the number of avatars to four and rendering the 

room scene simultaneously, the rendering time per frame was well below 16.6ms (60fps), 

reaching a usable level (figure 10). 

Z. Tao et al. / A Method to Optimize the Performance of Three-VRM170



 

Figure 10. Additional test. 

5. Discussion & Conclusions 

This project proposes a performance optimization solution for virtual image rendering in 

the VRM format in a browser environment by identifying the problems of a specific 

technology in an application scenario. It has a high practical value and can provide more 

possibilities for web application development. The results of this project can be 

combined with more complete project development in the future to promote research in 

the field of web-side scene editors and game editors. 
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