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Abstract. This paper presents an “Autonomous Navigation” Action plan for a 2 
wheeled, single axis rotary mobile robot with controlled (or constant) velocity 
approach. Through this analysis we will step-by-step understand how we can 
navigate a mobile robot from a ‘start point’ to a ‘goal point’ with “obstacle avoiding” 
utility and constant velocity provision (using different controllers). This paper also 
presents the comparison of different types of controllers used to control the velocity 
and different algorithms to plan as well as track the path.  
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1. Introduction  

Mobile robot system (MRS) are robots that can move in the surroundings either manually 

or autonomously to carry out the assigned task. Nowadays MRS are being extensively 

used at personal as well as industrial level [1]. A general action plan for Autonomous 

Navigation from a start point to a goal point with constant/controlled velocity consists of 

Path planning with obstacle avoidance, Path tracking and controlled robot movement [2-

3]. Main factors for navigational purpose of robot are (i) Path taken and (ii) Target 

velocity of robot with which it will move from one waypoint to another. This paper 

involves simulation-based analysis performed on MATLAB and Simulink software. 

2. Path Planning 

Path planning also known as Motion planning is a logical/computing problem to generate 

a sequence of valid waypoints to reach from a start to a goal location, such that it avoids 

hitting any obstacle while travelling. For path planning a map is needed for localization. 

In this paper, simulations are performed on (i) ‘Binary Occupancy Map’, where 2 states 

are present – occupied and unoccupied and (ii) ‘Occupancy Map’, where probability 

values are used to create the map representation. 

Path planning algorithms are classified as – (i) Grid Based, where the entire map is 

divided into several grid cells and each cell has an associated cost depending on distance, 

and the path having least cost is selected and (ii) Sampling based, where random sampled 
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nodes are generated in a map [4]. Grid based algorithms are not efficient for applications 

that has high degree of freedom or when the map size is very large, therefore Sampling 

based algorithms are more preferred. Here two Sampling based algorithms are discussed 

– (a) Probabilistic Roadmaps (PRM) and (b) Rapidly exploring random tree (RRT). 

2.1. Probabilistic Roadmaps (PRM) Method 

PRM method involves generation of a network graph of different possible paths by 

joining various random points in a given map on the basis of occupied (obstacle) and un-

occupied spaces. It generates random points and certain paths around those points, and 

then try to find the most efficient path. It starts by generating a random node/point in the 

map. Then it checks whether that point lies in unoccupied space, if it does then it is added 

to the graph network. In similar way multiple random points are sampled in the given 

state space & after this is done, they are inter-connected, ensuring that these connections 

don’t lie in occupied space [5]. MATLAB provides inbuilt function for PRM simulation. 

Drawback: PRM does not guarantee the most optimized path every time. This is 

because PRM algorithm is based on random point generation and connections lying in 

unoccupied space. This increases the chance of many voids that are lying between two 

or more closely placed obstacles of not being used for node connection, which otherwise 

could have contributed to make a more optimized path to reach the destination.  

2.2. Rapidly Exploring Random Tree (RRT) Method 

RRT method generates an unoccupied space filling tree/path from start to a goal location. 

RRT plans the path in a state space so that it can get an idea of the map, in which it is 

going to plan the path. A State defines the robot’s position & its orientation, whereas the 

State space defines the various robot states possible. The State space representation used 

in this paper is a ‘SE(2)’ State space, where the robot localizes in a 2D map & each state 

of the robot has a 3-parameter vector (comprising of x, y and theta) associated with it [6]. 

RRT starts the path generation process from an initial tree root (i.e., a random sample 

network) that has start point as one of its nodes. A random point is generated in the state 

space, then a line is drawn between this and the nearest node within the initial tree and 

then a new point is generated at ‘delta’ distance from the nearest node on this drawn line. 

This connection is saved in the network if it lies in unoccupied (i.e., obstacle free) space. 

The process of expanding the tree goes on till the random node generated coincides with 

the goal location [6]. MATLAB provides inbuilt function for RRT simulation. 

2.3. Comparison between PRM and RRT 

We performed simulations in MATLAB using inbuilt ‘timeit’ function to determine the 

time taken for the generation of the most optimized path by PRM and RRT method as 

shown in Fig 1. From the results obtained (shown in Table 1) it was concluded that RRT 

is much faster than PRM for path planning. 

Table 1. Comparison between time taken by PRM and RRT 

 X coordinate 
(meters) 

Y coordinate 
(meters) 

PRM 

Simulation 

Time (seconds)

RRT 

Simulation 

Time (seconds) 

Start 2.8 1.4 0 0

Goal 11.2 0.7 0.1818 0.0933
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Figure 1. (a) PRM algorithm-based path (b) RRT algorithm-based path 

3. Path Tracking - Pure Pursuit controller 

After planning the path, the robot needs to trace it. Pure Pursuit is a path tracking 

algorithm. It tracks the path that is already created (set of waypoints), by calculating the 

required target velocity and orientation for the robot between 2 waypoints. Pure pursuit 

controller has certain lookahead distance & kinematic calculations associated with it [7].  

3.1. Look Ahead Distance 

Pure pursuit algorithm makes the robot move from current waypoint to the next waypoint 

(destination) by determining the curvature of path. This destination also called Look-

ahead point is a point taken at a fixed distance on the reference path ahead of the robot’s 

current position. An arc is generated by joining the current point and the Look-ahead 

point; and the chord between these two points is called the Look-ahead distance [7]. The 

robot needs to reach this point & for this it uses a steering angle (δ) as defined below: 

� � �����	 �
������

��

� (1) 

Where, 
	=look-ahead distance, �=car length, �=target direction angle.  

There are 2 types of look-ahead distance, based on which the path tracking way 

changes for the robot – (a) Small Look-Ahead Distance: Here a short look-ahead distance 

is taken. This results in a faster speed but leads to unstable oscillations and higher 

deviation from the path (b) Large Look-Ahead Distance: Here a larger look-ahead 

distance is taken. This overcomes the problem of oscillations along the path but results 

in larger radius of curvature near corners (waypoints) and doesn’t pass through them [7].  

3.2. Kinematics calculation 

Robot has individual target velocities for each point lying on the path, to reach them. The 

robot takes the nearest point target velocity to calculate the wheels angular velocity. 

While calculating the target velocity for a point, the maximum velocity allowed for the 

path and the curvature at the point needs to be taken care of [7]. Velocity at each point is 

�� = min (max path velocity, k/curvature at point)  (2) 

(a) (b)
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Where, k is a constant (range of 1-5), based on how slow the robot should go around 

the turns. This ensures that robot’s target speed never exceeds the maximum velocity and 

it also reduces the robot’s speed around turns. The robot should also ensure that it doesn’t 

exceed a maximum acceleration. For calculating the target velocity to reach the next 

point, robot is accelerated at maximum acceleration along the path, with its velocity 

limited by the maximum velocity calculated in Eq. (2). Kinematic equation is used to 

calculate the target velocity: 

Target linear velocity,�� = ���
�  +  2 ∗  � ∗  �   (3) 

Where, �� = velocity at prior point, a = maximum acceleration, d = distance between 

two points. Target angular velocity is calculated by: 

Target angular velocity, ω = ����* ��  (4) 

 

 

 

 

 

 

 

 

 

Figure 2. Two wheeled robot state diagram and its parameters representation 

Where, ����= radius of robot chassis, �� = Target velocity at a point as shown in Fig 

2. After getting the target linear and angular velocity for the robot, the angular velocity 

for each wheel of robot can be calculated using inverse kinematics [8]. 

ω �  =  
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�����	
                      (5)  

4. Controlled Angular velocity 

For a robot to perfectly trace the path it is necessary that its wheels run with controlled 

angular velocity, otherwise the uncontrolled angular velocity might lead to irregular path 

tracing. Here, three feedback algorithms are compared. But before that let’s understand 

the Motor structure & equations that are used in the mathematical modelling of the MRS. 

4.1. Permanent Magnet Direct Current (PMDC) Motor Structure and equation 

MRS discussed in this paper includes a PMDC circuit. A PMDC motor is a DC motor 

with 2 permanent magnets (opposite poles) fitted inside the metal body in-front of each 

other. These two magnets along with external body of motor forms the ‘Stator’, whereas 

the inner electronic & mechanical circuit forms the electromechanical part of the motor 

[9]. When the circuit is given voltage supply, an electromagnet is formed, and it starts 

rotating inside the fixed field loop; and thus, the motors rotate. The circuit equations are: 

A. Jain et al. / Action Plan for a Two Wheeled Mobile Robot Navigation 215



 Applying KVL in Electrical part: 

��� = ���� + ��
��

�

��
 +  ��� ⟹  �	 = 	
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 Rotational mechanical system equation: 

�
��

��
= ���� − �� − �����  ⟹   
 = 	




�
(���	 − �
 − ���	�)�� (7) 

Where, Ra = Armature resistance, La = Inductance in armature, Ia = Current in 

armature, E(t) = Back EMF, ��
 = Supplied input voltage, τ���� = Torque, θ = Angular 

displacement, B = Rotational Damping/Friction coefficient, J = Moment of Inertia, ��= 

Electrical/Back-emf constant, ��= Torque constant 

4.2. Transfer function and Modelling 

Transfer function of the system is obtained by converting the Eqs. (6) and (7) into 

frequency domain and rearranging them, given in Eq. (8). Here, the input is the supply 

voltage and the output is angular velocity of the robot’s wheel [9]. The control system 

plant model for Eq. (8) was constructed in Simulink and used for simulation. 

�	
� =
�(�)

�
�(�)
=

��

[��
���
����
��� �
���(�
���� ��)]

 (8) 

4.3. Open loop system 

It is a control system where the output is dependent on input only, and there is no 

feedback signal from the output to the input. In this system a supply voltage is given as 

input and the angular velocity is received. An additional input torque represents any 

external resistance (a step signal) that may obstruct the movement of motors, but our aim 

is to get controlled angular velocity. In open loop configuration the output is adversely 

affected by external torque/resistance, therefore it doesn’t ensure desired output. 

4.4. Closed Loop Controlled system and Controllers 

It is a control system where the output is dependent on system input as well as on 

feedback input. In this, feedback is taken from the output and added in negative phase 

with system input resulting in actuating error signal which is then fed into the plant. To 

further enhance the desired output probability, a controller is used in the control system, 

which is a mathematical algorithm that is used to manipulate the operating conditions of 

the input that is fed into the plant [10]. There are various types of controllers available, 

three of them are discussed here – (A) Proportional Integral (PI): Here the plant is fed 

with combination of proportional & integral controller output of actuating error signal 

(B) Proportional Derivative (PD): Here the plant is fed with combination of proportional 

& derivative controller output of actuating error signal (C) Proportional Integral 

Derivative (PID): Here the plant is fed with combination of proportional, integral & 

derivative controller output of actuating error signal.  

MATLAB Simulation time response output for open loop, PI, PD, and PID systems 

are shown in Fig 3. In this analysis, a step signal is taken as the input torque condition. 
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Figure 3. Time response output for (a) Open-loop (b) PI (c) PD (d) PID 

Observation: From Fig 3 and obtained results it can be observed that PID is the best 

algorithm among the three, as it extracts the best features of Proportional, Integral and 

Derivative controller modelling; and also gives the least steady state error. 

5. Conclusions 

Action plan began with path planning-PRM and RRT. Out of them RRT was found more 

optimized and faster, therefore we further traced the RRT path waypoints by Pure Pursuit 

algorithm. This algorithm was used to calculate the curvature, target robot velocity, and 

wheel angular velocity with which the robot will travel between two waypoints. To 

control Robot’s wheel angular velocity, PID controller was found most effective. 
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