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Abstract

Medical computerised systems which have a major effect on
human lives (e.g. those used for diagnosis, therapy,
surgery, in the intensive care units, etc) are considered as
safety critical systems. Such systems are sometimes
responsible for major damages and injuries due to
unpredicted malfunction. Misleading user requirements,
errors in the specification and in the implementation are
the usual reasons responsible for non-safe systems. This
paper advocates the use of an integrated formal framework
based on a computational machine (X-Machine), in the
development of safety critical medical systems. This formal
Sframework gives the ability to intuitively as well as formally
model a system, then automatically check if the produced
model has all the desired properties, and finally test if the
implementation is equivalent to the specification by
applying a complete set of test cases. Therefore, the use of
this framework in the development of systems in safety
critical medical domains can assure that the final product
is valid with respect to the user requirements by revealing
errors during the whole development life cycle and
subsequently add to the confidence of their use. The
proposed framework is accompanied by an example, which
demonstrates the use of X-Machines in specification, testing
and verification.
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Introduction

In safety critical domains, such as medical, space, nuclear
etc., the existing practical development techniques failed
several times to produce a reliable and correct system.
Errors in such systems not only cause an increase in the
cost of a project, but are also responsible for accidents,
even provoking deaths in some rare cases [1]. Among
others, the most prominent reasons are:

o Misunderstood user requirements may lead to a
potential “correct” specification and implementation,
which however does not meet the actual requirements.

e Errors in the specification of the system result to a
model different from the one needed.

e Errors in the implementation lead to a different product
from the one specified.

The last few decades there was a vivid debate on whether
formal methods are needed or not. These debates were
triggered by academics and practitioners, adopting extreme
positions either for or against them [2]. Over the last years
it is recognised internationally that the truth lies somewhere
between and that there is a need for use of formal methods
in software engineering while there are several cases
proving the applicability of formal methods in industrial
applications [3].

The application of formal methods in safety critical medical
systems could add to the confidence in using the system by
revealing errors in both the system’s modelling and its
implementation [4]. Several examples of successful
application of formal methods in medical applications
support this argument [5, 6]. Assuming that the user
requirements reflect the desired system, there is a need for
an integrated formal technique that will allow us to:

e formally specify the system,
e check that the specification has the desired properties,
o check the implementation against the specification.

In this paper, we propose the use of a formal method,
namely X-Machines, which can accommodate all three
above-mentioned activities. X-Machines is an intuitive, yet
rigorous formalism. More specifically, a X-Machine is a
general computational machine that is like a Finite State
Machine but with a significant difference; transitions are
not labelled with simple inputs but with functions that
operate on inputs and a memory, allowing the machine to
be more expressive and flexible than a simple automaton.
X-Machines are able to model both the control and the data
part of a system. The framework for formal development
proposed in this paper uses X-Machines as a formal
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vmodelling language [7], a testing strategy to check the
implementation against the X-Machine model [8] and a
verification technique to prove the validity of the model [9].
We argue that, by applying the proposed framework, to
safety critical systems it is possible to assure that several
“safety” properties hold in the final product.

A Framework for Formal Development

The framework suggested to be built around X-Machines is
depicted in Figure 1. The grey shaded areas are tasks in
which X-Machines are used as the core formal method.
First of all, from the user requirements the system is
described as an X-Machine model. Then a verification
technique for X-Machines (model checking X-Machine
models) verifies that certain safety properties hold in the
model and feedback is used to adjust the model. The actual
implementation task produces the code in a programming
language. Finally, the testing of the implementation for
correctness with respect to the model takes place and the
refinement of the implementation, through the use of a
complete test set derived from the X-Machine model.
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Figure 1 - The proposed formal framework based on X-
Machines that supports the development of medical systems

This formal framework which aids in the development of
safety critical systems will be demonstrated through a
simplistic example of a X-Machine that will be used as a
vehicle of study. A medical ray beaming system (i.e. a
radiotherapy LINAC) is controlled using three buttons: i)
one for charging the machine (a single button press
increases the voltage by a 10 mV step), ii) one for the beam
activation and iii) one for resetting the machine at any time.
The system will only beam if the charge in mV has reached
a pre-set maximum, e.g. 30mV. Any attempts to increase
the charge of the machine should be rejected, since there is
a danger to seriously injure the patient.

Modelling

Modelling a system means to create an appropriate
descriptive adequate specification. Formal modelling is the
procedure of describing a system and its desired properties
precisely, by using a language with rigorously defined
syntax and semantics. Logic and sets often form the basic
theory behind such mathematical languages, in order to
avoid ambiguity and allow automated verification
techniques on the model. The majority of formal languages
facilitate the modelling of either the data processing, or the

control of the system [10]. X-Machine is a general
computational machine [8] that, being a blend of diagrams
and simple formalisms, it is capable to model both the static
and the dynamic part of a system. X-Machines employ a
diagrammatic approach of modelling the control by
extending the expressive power of FSM. Transitions
between states are no longer performed through simple
input symbols but through the application of functions.
Data is held in memory, which is attached to the X-
machine. Functions receive input symbols and memory
values, and produce output while modifying the memory
values. Thus X-Machines can model more complex data
structures, in contrast to finite state machines that lack this
ability and can model only trivial data structures .

The system described in the previous section is formally
specified and the X-Machine model is presented starting
with the visual part (a state transition diagram) which
shows the different states of the machine and the transitions
between these states in Figure 2.
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Figure 2 - The X-Machine model of the ray beaming system

Using a formal language based on state transition diagrams,
a system is viewed as a set of different states that the
system could be found. Several events trigger a change
from one state to another, The ray beaming system
specified as X-Machine could be in three different states;
ready (idle) waiting for an event to get it going, the system
current charge is 0 mV and the maximum allowed value is
30 mV. Another state recognised as charging means that
the current charge is more than zero and the beamer is
charged to reach the maximum value. The last state is
beaming where the system actually beams the patient until
an event resets the machine.

An informal textual description of the system as a X-
Machine follows. The model of the system using the X-
Machine notation is formally presented in table 1. Initially
the system is in state ready. If the user presses the button
for charging the machine, the event charge_button
changes the system state into charging but also changes
the current value to 10 mV (charge function is applicable).
In the cases of the events beam_button, reset_button
the system stays in the ready state and there is not any
change in the charge value.
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Table 1. Formal Specification of the ray beamer as a X-Machine model

The X-Machine is defined as ¥=(Z, T, Q, M, @, F, qo, mg) where:

Input set X X = {charge_button, beam_button, reset_button}

I = { MachineCharging, ChargeRejected, BeamRejected, MachineBeaming,
Output set I ContinueBeaming, MachineReseting } X N
Set of states Q Q = { ready, charging, beaming }

M = (MaxCharge , CurrentCharge)

Memory M where‘ MaxCharge is a variable holding the maximum accumulating voltage ?ccepted by the
machine, e.g. MaxCharge € {30}, and CurrentCharge is a variable holding the current
voltage.

Initial state qo Qo = ready
mp= (30, 0)

nmemory m;

Next state function F

F: Q X @ — Q shown diagrammatically in figure 2.

Type ® of the machine
is the set of functions ¢:
¢:IZXM-I'xXxM

The functions defined
next using the notation:

charge (charge_button, (MaxCharge, CurrentCharge)) =

( (MachineCharging, CurrentCharge+l10), (MaxCharge, CurrentCharge+10))
if CurrentCharge+10 < MaxCharge
charge (charge_button, (MaxCharge, CurrentCharge))=

( (MachineCharging,MaxCharge), (MaxCharge, MaxCharge) )
if CurrentCharge+l10 2 MaxCharge A MaxCharge # CurrentCharge

reject_charge (charge_button, (MaxCharge, MaxCharge) )=
( (ChargeRejected, MaxCharge), (MaxCharge,MaxCharge) ) .

reject_beam(beam_button, (MaxCharge, CurrentCharge))=
( (BeamRejected, MaxCharge) , (MaxCharge, CurrentCharge))
if CurrentCharge < MaxCharge

¢{o,m) = (y,m’') if

condition beam (beam_button,

((MachineReseting, 0),

continue_beaming (button,
( (ContinueBeaming, 0},

(MaxCharge, MaxCharge))=((MachineBeaming, 0), (MaxCharge, 0))
reset (reset_button, (MaxCharge, CurrentCharge) )=
(MaxCharge, 0)) .

(MaxCharge, 0) )=
(MaxCharge, 0))
if button € {beam_button,charge_button}

Being in state charging and accepting a charge_button
event the system stays in the same state but if the current
charge is less than the maximum value it is increased by 10
mV. This is possible through the function charge which is
triggered by the event charge_button if the
corresponding if-condition guard relevant to the X-
Machine’s memory is satisfied. Otherwise, the current
charge is not modified. Identifying the event
reset_button the system is reset to the initial state
ready and current charge becomes 0 mV. With the event
beam_button the system either changes state and moves
to beaming if the current charge is equal to the maximum
value or it stays in state charging (if the current charge is
less than 30 mV) without changing anything. In state
beaming receiving the event beam_button or
charge_button leaves the system in the same state.
Finally with a reset_button the system moves to state
ready making the current charge 0 mV. All these events
trigger the corresponding functions as depicted in Figure 2.

The next step in the proposed framework is to verify that
the produced model of the system satisfies several safety
properties, before starting the implementation based on this
model.

Verification

In order to prove that the system modelled as a X-Machine
model, has the desired properties, a model checking
technique for X-Machines is used [9]. Thus having the
system as a X-Machine model, it is possible to query that
model if it has the desired properties by exhaustively
searching the state space in order to verify that the
properties are satisfied. In order to express such queries,
there is a need for a mathematical language with built-in
notion of time that can describe the ordering of events in
time without introducing time explicitly. Temporal logic
[11] seems to be the most appropriate. A variation of
temporal logic with more expressive and flexible operators
is the Computational Tree Logic (CTL) [12]. With the use
of combinations of CTL operators, i.e.: the universal (A)
and the existential (E) path operators and the eventually (F)
and globally (G) state operators, it is possible to express if a
desired property is valid in the whole model or in part of it,
starting from the initial state. In the example used
previously in this paper the logic proposition: AG
(CurrentCharge < 30), expresses that it is impossible the
voltage to become greater than the maximum value, which
in this case is 30, meaning that the machine will never be
charged with more than the permitted value, avoiding the
chance to injure the patient. The translation of this temporal



Chapter 1: Technological Infrastructure

formula is that the requirement expressed with that formula
holds in the model if in every state of the state space the
following is true; the voltage is less or equal to 30 (the
property p <> CurrentCharge < 30, is true in every state).
More examples of temporal CTL formulae which express
safety properties that could be checked using the model
checking technique proposed in [9] are shown in table 2.

Table 2. Examples of CTL formulae

Example of Temporal Explanation
Property p Operators
in CTL
For every path and for
C“"e"g%harge < AGp every state in the path,
the property p is valid
For every path, there
Cu"engcoharge < AFp exists at least one state
where p is valid
There are some paths
CurrentCharge = 0 EGp (at least one), where in
every state of these
paths p is valid
There are some paths
CurrentCharge = EF p (at least one), where in
30 some states of these
paths p is valid

Research is contacted for the development of an extension
of temporal logic that will facilitate the model checking of
X-Machines, and will help the user to create intuitively the
queries to the model.

The verification of the model assures that in the produced
model all the safety requirements expressed as temporal
formulae hold, thus in the next phase which is the
implementation of the system, confidence is added that the
correct system is the one that is being implemented.

Testing

After the implementation of the system, it is necessary to
test the final product and prove that the produced
implementation is equivalent to the model. Ipate and
Holcombe [13] presented a testing method for X-Machines
which finds all faults in an implementation [14], as long as
the model satisfies some design for test conditions
(completeness and output distinguishability) [13].

Using X-Machines and this testing method, a complete set
of test cases is produced from the model. Each test case, is
a sequence of inputs and a sequence of outputs is expected
from that, according to the formal model. Feeding all these
test cases to the implementation and comparing the output
sequences produced, with the ones expected, it is possible
to test if the implementation is equivalent to the original
model. For example a test case produced with the
application of this testing method to the X-Machine model
of the above specified ray beamer was: <charge_button,
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reset_button, charge_button>. In this case if the
implementation fails to produce the same output sequence
to that of the specified model, then the system would
probably have a fault in resetting the ray at any given time,
as the model imposes. Thus using the whole test set it is
possible to test the implementation and prove that it is
correct with respect to the specified model.

X-Machines is not only a formal method to model a system
but also offer a strategy to test the implementation against
the model and find faults in the final product [15]. With the
addition of the model checking verification technique, a
framework that uses formal methods is established, that
facilitates the “correct” development of a safety critical
system.

Discussion & Conclusions

This paper presented a formalism (the X-Machine model)
and showed how it may support several steps related to the
development of medical systems. The formalism possesses
characteristics that render it attractive: firstly, it is intuitive
(since it employs a graphical notation) and secondly, it is
unambiguous (given that it is based on a rigorous notation).
A number of tools based on the X-Machine model have
already been developed to facilitate modelling using X-
Machines [16] and to automate the production of test cases
given a specified X-Machine model. Currently work is
conducted to develop tools that will facilitate the model
verification step [17]. Furthermore, there is a plan to
employ a real-life case study in order to demonstrate the
practicality of the proposed method and the suitability of
the developed tools.

X-Machines contribute to a framework for formal
development that is suitable for the production of safety
critical systems. The adoption of X-Machines gives ail the
advantages of a formal modelling method coupled with a
verification methodology and a testing strategy, thus
making it possible to prove that certain safety-critical
properties hold in the final medical system.
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